Abstract

Architecture violations are indicators of code decay. Software developers have to follow the original or planned architecture. However, several systems often require redesign or reengineering. This paper aims to understand the knowledge of software developers architecture violations and anti-design patterns. I used an exploratory survey to collect responses from 30 professional software developers. Analysis of the responses found 25% of respondents were not aware of about architecture violations while 36% were aware of them but were not sure of their significance. Based on the responses, I also identified five categories of developers' perspectives on architecture violations and design anti-patterns: non-adherence to original architecture, lack of software quality, poor design decisions, lack of developer's skills, and cost-benefit considerations.
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1 Introduction

Properly implemented, code should follow specified architectural constraints and conform to the conceptual architecture. However, architectural violations are often due to new interactions between modules that were originally unintended in the design [11, 15, 17, 18]. Such violations may be caused by adding new functionality, by modifying existing functionality to implement changing requirements, or by repairing defects. When such changes are inconsistent with the planned architecture and design principles, the system becomes more complex, hard to maintain, and defect-prone [6, 13, 20]. Often, redesign or reengineering of the whole system is the only practical solution for this problem [9]. Such gradual increase in software complexity due to unintended interactions between hard-to-maintain modules is called “architectural degeneration” and “code decay” [3, 4, 6, 10]. Research shows that violations of architecture and design rules cause code to decay [6, 9, 11]. My research focuses on exploring the developer’s awareness of architecture violations or design anti-patterns.

The remainder of this paper is organized as follows. Section 2 presents the background on architectural violations. Section 3 details the methodology of my survey. Section 4 presents the preliminary results and analysis of my survey. Section 5 presents conclusions and future work.

2 Background on Architecture Violations

This section presents part of the related work section from Bandi’s dissertation [2]. Software systems often refer to an architectural model and are organized into several subsystems and modules that follow some design rules. These design rules constitute the constraints on architectural styles and software design patterns. Developers may violate these constraints from one version to another. This is the starting point of architecture degeneration that causes code decay and makes maintenance difficult. Managing architectural violations for each version during software development and maintenance can prevent architectural degeneration. Below are a couple of examples that show the violations of design rules in architectural styles and design patterns.

Figure 1 shows a simple Layered architecture and modules within those layers. Following are some of the constraints imposed on the layered architecture [5, 12].

- Layer dependencies are not transitive. If layer A is allowed to use layer B, and layer B is allowed to use layer C, it does not automatically follow that layer A can access layer C.
- Each module within a layer is allowed to access other modules within the layer.
- If one layer accesses another layer, all modules
defined with public visibility in the accessed layer are visible within the accessing layer.

A violation can occur when a developer attempts to allow a module from Layer C to access data from Layer A, which is not defined in our rules (marked with an “X” in Figure 1). This small violation represents an initial sign of architectural degeneration.

The Mediator design pattern is often used when interactions among objects are unstructured, complex, and their reuse is difficult [5, 8]. Figure 2 shows an example of a Mediator pattern and potential violations (marked as “X”). If tasked to implement new functionality for aCheckbox, a developer might complete the task using several interactions between the other colleagues (e.g., aListBox, aButton, anEntryField), but these interactions would violate the rules of the Mediator design pattern. This implementation results in tight coupling between colleagues and makes it more difficult to understand the architecture of the system. A correct implementation is marked with a dashed line in Figure 2. All these constraints can be represented using can-use/cannot-use phrases. My research’s main goal is to understand the developer’s knowledge of these violations.

3 Methodology

In order to investigate the developers’ awareness of architectural violations and anti-patterns, I chose to use the survey method [7, 14, 19]. I used exploratory studies of code smells [20] as a model for my study. My study focuses on two research questions (RQ):

- RQ1: Are software engineering practitioners familiar with architecture/design violations?

I prepared survey questions consisting of background information on the respondents, including predominant role, expertise in programming languages, familiarity with programming-languages paradigms, and software development experience in the number of lines of source code. A five-point Likert scale questions their familiarity with architectural violations and design anti-patterns; the sources from which developers learn about these concepts; and how concerned they are about the presence of architecture violations in their software systems; and the specific design patterns that developers focused on during the implementation, detection, and refactoring of those patterns or architecture constraints. The complete survey is not included in this paper because of space limitations. The survey was prepared using Survey Monkey and can be found in the website [1]. The survey was forwarded to the members of the Professional Advisory Team (PAT) of the School of Computer Science and Information Systems at Northwest Missouri State University. The PAT members then forwarded the survey to their software development teams. Upon completion of the survey, I exported the data from Survey Monkey to be used for my analysis.

4 Results and Analysis

This section presents the results and analysis of the data I collected in the survey.
Table 1: Predominant role of the respondents

<table>
<thead>
<tr>
<th>Category</th>
<th>Number</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Developer</td>
<td>15</td>
<td>50%</td>
</tr>
<tr>
<td>Architect</td>
<td>11</td>
<td>36.67%</td>
</tr>
<tr>
<td>Tester</td>
<td>2</td>
<td>6.67%</td>
</tr>
<tr>
<td>Project Manager</td>
<td>1</td>
<td>3.33%</td>
</tr>
<tr>
<td>Self-employed</td>
<td>1</td>
<td>3.33%</td>
</tr>
<tr>
<td>Total</td>
<td>30</td>
<td>100%</td>
</tr>
</tbody>
</table>

Figure 3: Respondents familiarity with the type of programming language paradigm

4.1 Background and skills of respondents

Out of 45 respondents, 30 respondents fully completed the survey, yielding a response rate of 67%. All the respondents are software developers from the Mid-west region of the United States. Table 1 shows a summary of the different roles of respondents and their frequency.

Figure 3 presents the self-assessed proficiency of the respondents with respect to the programming language paradigm. The majority of the respondents 21 or 70% mentioned that they are most familiar with Object-Oriented programming paradigm. Interestingly, 5 (16%) respondents mentioned that they are most familiar with both Imperative and Functional language paradigms. When compared to Imperative, a larger group of respondents are confident with a Functional programming paradigm (40% for moderately familiar, 23% for very familiar, and 16% for most familiar).

Figure 4 presents the self-assessed proficiency of the respondents with respect to the programming languages. While analyzing the data, I found 16 (64%) respondents are novices with respect to Python programming language. Nine 9 (30%) respondents mentioned that they are most familiar with Java programming language. A larger group of respondents are confident in Java (40% competent, 23% proficient, and 17% experts) and JavaScript (20% competent, 37% proficient, and 30% experts) programming languages.

Figure 5 presents the respondents’ number of years of experience with respect to the programming language. The majority of the respondents have experience in JavaScript, Java, and C++ programming languages varied from 2 to 20 years of experience. If a value was not entered for the respective programming language, the number of years of experience for that respondent was valued at zero.

Figure 6 represents the work experience of respondents with respect to the programming language in terms of lines of source code (LOC). If a value was not entered for the respective programming language, the
From the total set of respondents, 7 (25%) answered that they have never heard about the architectural violations or design anti-patterns, but the respondents were not sure what these terms mean. A total of 4 (16%) respondents replied that they have a general understanding but did not use these concepts. A total of 6 (21%) respondents answered that they have a good understanding of these concepts and use them sometimes. Only one respondent (4%) answered that they have a strong understanding of these concepts and use them frequently in writing software. These findings suggest that there is a need for research in the software industry about architectural violations and design anti-patterns.

### 4.3 Awareness of software architecture violations

This section addresses our second research question. RQ2: How aware are software engineering practitioners of architecture/design violations?

We used coding techniques in ground theory [16] to synthesize the survey responses. Table 2 shows a few examples of what the respondents mean by architecture or design violations with codes. The technical report has the complete list of statements along with the codes. In total, we have the following five categories with respective codes.

1. **Non-adherence to original or planned architecture:** This category relates to the comparison of the designed or conceptual architecture and the implemented architecture of the system. Codes belonging to this category are ‘conflict,’ ‘contradict,’ and ‘not follow’ the architecture rules.

2. **Lack of software quality:** This category covers the rationale in connection to adding functionality, repairing defects, and modifying the existing software. Codes fitting this category are ‘ease of maintenance,’ ‘flexibility,’ ‘durability,’ and ‘security’ of the later software versions.

3. **Poor design decisions:** This category relates to the architect or project manager’s decisions during the architecture and design stages. Codes related to this category are ‘decision’ and ‘choice.’

4. **Lack of developers’ skills:** This category relates to the respondent’s knowledge of the design principles. Codes belonging to this category are ‘lack of knowledge,’ ‘poor abstraction,’ and ‘poor documentation.’

5. **Cost-benefit considerations:** This category consists of statements relating to deadlines, costs, and release dates. Codes fitting this category are ‘time pressure,’ ‘deadlines,’ and ‘no/less budget.’
Table 2: Predominant role of the respondents

<table>
<thead>
<tr>
<th>ID</th>
<th>Statement</th>
<th>Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>Software implementations that contradict architecture principles or good design principles.</td>
<td>Contradict</td>
</tr>
<tr>
<td>5</td>
<td>Architecture/Design violations are code, algorithms, or whole applications that are not designed according to established patterns and design principles that enable efficient operation or ease of maintenance for the application.</td>
<td>Ease of maintenance</td>
</tr>
<tr>
<td>12</td>
<td>Decisions which negatively impact non-functionals or contradict the prescribed architecture or design</td>
<td>Decisions</td>
</tr>
<tr>
<td>16</td>
<td>One of a couple things. First, code that is structured poorly or doesn’t use good abstraction. Second, the application of software patterns in situations where they are not warranted.</td>
<td>Poor abstraction</td>
</tr>
<tr>
<td>25</td>
<td>Spaghetti code due to time pressure on a project with no budget to refactor. Asp classic templates and SQL server dts package templates still being reused because no budget to modernize them.</td>
<td>Time pressure, no budget</td>
</tr>
</tbody>
</table>

5 Conclusion and Future Work

In this paper, I reported the preliminary results of my survey on the perspective of software developers on architecture or design violations. I analyzed the data from 30 respondents (software developers) on their background and their level of insight about software architectural violations. The data showed that 25% of the respondents had no awareness of architecture or design violations, and 36% of the respondents had heard about them but were not sure what the terms mean. These findings suggest that there is need to increase awareness of architectural violations and design anti-patterns in the software industry.

I also analyzed data on how the software developers understand the concepts of architecture or design violations. Based on the statements provided by the respondents, I identified five categories of perceived violations, including non-adherence to original or planned architecture, lack of software quality, poor design decisions, lack of developers’ skills, and cost-benefit considerations.

In the future, I will analyze and present the results of the data about the level of concern of the architecture violations in the source code; the sources from which the developers learn about the concepts, detection, and refactoring of architecture violations; and the immediate need for developers to take courses in software architecture violations and design anti-patterns.
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